Предисловие

Кодировка

Язык моей системы – английский, поэтому способы вроде:

setlocale (LC\_ALL," Russian ");

Не помогут использовать русский текст в консоли.

Поэтому я использовал способ который будет работать на любом компьютере: Я использовал 2-х байтовые символы, хранящие текст в кодировке Unicode.

Для этого надо:

1. В начале программы необходимо настроить потоки вывода, ввода и вывода ошибок:

if (\_setmode(\_fileno(stdout), \_O\_U16TEXT) == -1) return -1;

if (\_setmode(\_fileno(stdin ), \_O\_U16TEXT) == -1) return -1;

if (\_setmode(\_fileno(stderr), \_O\_U16TEXT) == -1) return -1;

Для этого могут понадобится такие заголовки:

#include <io.h>

#include <fcntl.h>

1. Вместо функций printf и scanf\_s необходимо использовать функции wprintf и wscanf\_s соответственно;
2. Соотственно, вместо std::cout и std::cin необходимо использовать std::wcout и std::wcin;
3. Вместо типа char необходимо использовать тип wchar\_t;
4. Перед литералами строк необходимо ставить букву L.

Общий шаблон всех программ

#include <iostream>

#include <io.h>

#include <fcntl.h>

//ToDo Другие заголовки

int main()

{

if (\_setmode(\_fileno(stdout), \_O\_U16TEXT) == -1) return -1;

if (\_setmode(\_fileno(stdin ), \_O\_U16TEXT) == -1) return -1;

if (\_setmode(\_fileno(stderr), \_O\_U16TEXT) == -1) return -1;

//ToDo Тело программы

}

ЛР4: Побитовые операции

Задание

Формат команды канала в система ввода-вывода имеет вид:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **╧ разряда** | 15 | 14 | 13 | 12 | 11 | 10 | 09 | 08 | 07 | 06 | 05 | 04 | 03 | 02 | 01 | 00 |
| **Значение** | O | O | O | O | O | C | D | N | N | N | N | N | N | N | N | N |

Где:

* O..O - код операции
* C - признак цепочки команд
* D - признак цепочки данных
* N..N - количество байтов для передачи

Комментарии к решению

Чтоб избежать дублирования кода – я добавил 2 функции:

inline void WriteBits(uint16\_t& n, int bits, int from, int count)

{

auto mask = (1 << count) - 1;

n |= (bits & mask) << from;

}

inline int ReadBits(uint16\_t source, int from, int count)

{

auto mask = (1 << count) - 1;

return (source >> from) & mask;

}

Переменная mask является числом, у которого только count нижних бит заполнено единицами, а все остальные биты – нули.

Тип первого агрумента WriteBits - uint16\_t&, где & значит передачу по ссылке.

Так же, я добавил макро RE\_READ\_ENCODED в начало программы, чтоб можно было быстро включать/выключать необходимость перезаписи зашифрованного значения с клавиатуры.

Весь код

#include <iostream>

#include <io.h>

#include <fcntl.h>

#define RE\_READ\_ENCODED true

/// <summary>

/// Записывает count битов из числа bits в разряд from числа n

/// </summary>

inline void WriteBits(uint16\_t& n, int bits, int from, int count)

{

auto mask = (1 << count) - 1;

n |= (bits & mask) << from;

}

/// <summary>

/// Вырезает и возвращается область из count бит числа source, начиная с разряда from

/// </summary>

inline int ReadBits(uint16\_t source, int from, int count)

{

auto mask = (1 << count) - 1;

return (source >> from) & mask;

}

int main()

{

\_setmode(\_fileno(stdout), \_O\_U16TEXT);

\_setmode(\_fileno(stdin ), \_O\_U16TEXT);

\_setmode(\_fileno(stderr), \_O\_U16TEXT);

int oper\_code, command\_chain, data\_chain, byte\_count;

wprintf(L"Код операции (0..31): ");

wscanf\_s(L"%d", &oper\_code);

wprintf(L"Признак цепочки команд (0..1): ");

wscanf\_s(L"%d", &command\_chain);

command\_chain = command\_chain ? 1 : 0;

wprintf(L"Признак цепочки данных (0..1): ");

wscanf\_s(L"%d", &data\_chain);

data\_chain = data\_chain ? 1 : 0;

wprintf(L"Количество байтов для передачи (0..511): ");

wscanf\_s(L"%d", &byte\_count);

uint16\_t encoded{};

WriteBits(encoded, byte\_count, 0, 9);

WriteBits(encoded, data\_chain, 9, 1);

WriteBits(encoded, command\_chain, 10, 1);

WriteBits(encoded, oper\_code, 11, 5);

wprintf(L"В зашифрованном виде: 0x%X\n", encoded);

if (RE\_READ\_ENCODED)

{

wprintf(L"Введите зашифрованное состояние в 16СС: ");

int temp\_encoded;

wscanf\_s(L"%x", &temp\_encoded);

encoded = temp\_encoded;

}

wprintf(L"Код операции: %d\n", ReadBits(encoded, 11, 5));

wprintf(L"Признак цепочки команд: %d\n", ReadBits(encoded, 10, 1));

wprintf(L"Признак цепочки данных: %d\n", ReadBits(encoded, 9, 1));

wprintf(L"Количество байтов для передачи: %d\n", ReadBits(encoded, 0, 9));

}

ЛР 5: Условный оператор

Задание

![](data:image/gif;base64,R0lGODlh9QD1AHcAMSH/C0dBTU1BTk9XMS4wBIBbAwAAIf8LTVNPRkZJQ0U5LjAYAAAADG1zT1BNU09GRklDRTkuMALxmbSWACH/C01TT0ZGSUNFOS4wFQAAAAlwSFlzAAAOxAAADsQBlSsOGwAsAAAAAPUA9QCAAAAA////Av+Mj6nL7Q+jnLTai7PevPsIfOJIluaJhujKtu7LqfBM17Yp3/rO9wkA9AmHxBgwhzgWl8zmIhiA/qTOqpVINRyz1653xt0iv+RyiRvdmtdsj1IhbsvnFbQYTc/n8fex/t+GlxY1CGgod/ejtXjY6OjnGLknSYnYF1eZWQap2XnF6RnKBCpaKkRqmqqDqtoK5grbwxpLi1N7+4qryzK763vR+yssETxs3FB8rJy03FznDA0SPY1Mba14nZ2crbvNfev9TRsuDkte3nqOnqq+XtruHgof3zlPn2l/T5mvH8nf3+gfQEMCB/4paHBSwl0IFyJy2A3iO04NJS5588RiPYz/cDRqCiGooschIUd+pGgSH8qU+1ay9OfyZcCYMj2JrHkRp6ibOm9c6tMzUByQaYiCxBTUyVBCRpk6Naom6akgTasWfYr1KE+pT6x6zQq26lauV796pRo2qyCyH9CaTfvW7FiZSuKGdQtX7dyReO36zXuWrRHAgPsSFis4g+G/jA8z3WuwrmO5jeOuTcys8uTNbzE70Ox3MWesnjOCHn3aaunMqOGKTu10dWvYtEl7rm0Zd17MunvPTuyb8u+/ZIMPPw7ZmXHhy8EmfY08OuPkyqAHty6d+jDszbs/1f7L+1nxzulKP2+cLnmx67+rRw8fN/ha3NHXv56yvX7HJu9n/98PVX8AxsfZfK4MCBWCsXXFQ1QBEaigZnBcxosKFFphR4RlQXjXhBe68GESHPlkB4caEpeZgYVMAEWIOIxoYmEnEjKhDy7WuMqKB/hXmRozBobjDjBScOOLHXVH1WI8whfkKuQUaSRrSGoV42lTNPgklBs4qOMgU26YYJUdXulkHVJoeQYS6yX5Y1pkksglMSp2ueR0VLInJpAHzUmniWzmuRkgiRSx5p3ftclnJXVO9iei7u1DUpU+HgroV6fYMlWlmoYW6RmR/rhoejZiaqOjoHYap2KfbvqYo5dqMSgGc4bKKpKdwgoUMj/tymuvvv4KbLDCDktsscYeayyLt//KUutjy/4EzLJYNkvUq0WlSqS0QlLb5bbXuqFtmW1aO8Ksq55orqfkTjvuqJFxm2hCtMonWwzw1rvlqfiq2u6+Fsx7nL+yUhuvvP0KnO2MCAOD7sLRKuwwkRBHrGyEBS8EMGgXY9wsxWZuurG8IHv8L4Ihc6wgyR8PqPIzAJ6M8cst/5snzA5lzN/MCYup88ox9uzyz0BLLPTQFXNotM/NJR300kwT7fTTR4sqNYvX2cwSflUzjBzW5tG7tay0oRn2cF73VCfZZe9Y4Npu2Ol2W64NGbcGfSFVN9E7/pq33ZedzRvdbPcN7t+Ei2D44W8/APhzHCWu+GCfRd4B5JSoK0ZK4xFr7jDnC3uOMOgCi+4v6fuaji/q9aouG+uruV4a7LddzgvtK8jOm+0p6H4C7sDxTirwiAtPgu+CGc8W8sURXy7zwzsPLvSVSz899Vtafz32qmo/MPfRek8z+M+Iny35yppPDPrpqw+B8ly5X5Ov2mPLjPgtggK/R2vlr9H+6lsOPsExAnsYoRD/bsaKAxpsfQHEW0fYxzgIRlCCFKygBS9YrwIAADs=)

Комментарии к решению

Сначала я проверяю попадает в круг с радиусом 1 и центром в (0; 0), затем – не\_принадлежность к III четверти.

Вообще, ещё можно было бы написать так:

auto res\_descr = условие ? "попадает" : "НЕ попадает";

И при выводе использовать эту строку, чтоб минимизировать дубли кода.

Весь код

#include <iostream>

#include <io.h>

#include <fcntl.h>

int main()

{

\_setmode(\_fileno(stdout), \_O\_U16TEXT);

\_setmode(\_fileno(stdin ), \_O\_U16TEXT);

\_setmode(\_fileno(stderr), \_O\_U16TEXT);

wprintf(L"Введите [x] и [y] через пробел: ");

double x, y;

wscanf\_s(L"%lf %lf", &x, &y);

if (x \* x + y \* y < 1 \* 1 && (x > 0 || y > 0))

wprintf(L"Точка (x=%lf; y=%lf) попадает в область", x, y); else

wprintf(L"Точка (x=%lf; y=%lf) НЕ попадает в область", x, y);

}

ЛР 6: Операторы цикла

Задание

![](data:image/gif;base64,R0lGODdhBAE3AIAAAAAAAP///yH5BAAAAAAALAAAAAAEATcAQAL/jI+py+0Po5y02ouz3rz7vwAiSJbmiR7ANQatC4mj7Kzhm+a6Sbt4JAsGFUPg79EzCJfMptO2i0pRrRnn2MFOaFoldAoOi8eYLvmMTqvX7Lb7DY/L5/RQI1nPz/E1c6LbE8jw5eWnd6hSVZW4Yojk6EP4KAlShHiJeWJjqQhzkwkaWpkoWmp6ipqqusra6voKu8oXS6vDRXmjCDgIWevrt0Tq4znMq1uT6xs3M1sJ2XyHlWRpp5w33cvyEowAbYxrDav71XkFXkjdd+6RHS4+KpFeLiTsbt/mfa9/vd+PyeQvoMCBBAsaPIgwocKFDBs6fAhRFbeIFD/kqyiO2bo/iOUGGcN47xYFLpHufAQJyhGejsCOdXtSCGWmizGFrQQXKB8lmjJjNMr2BBfPkvGkbUvX7SW9ntrQpRg6tCZTODk3auC0lNGWm0G7Bp26ddOPW1bVFS0rlQpasOgmitzAE2m0tRnasfXpJQvds2U09rnrLO3VvY8G/2xbD7BBgDbP2VXsDpvgtoQcISt7bLlh5cwLoWzmXHAiaJBNRps+jTq1assFAAA7)

Комментарии к коду

Для вычисления суммы первых 10 элементов я использовал цикл for.

Для вычисления суммы элементов >e так же можно было использовать цикл for, вот так:

for (double last\_item, int i = 0; abs(last\_item = item\_at(i)) > e; ++i)

Это, кроме всего прочего, немного эффективнее, потому что ++i считается после тела цикла. Но так выглядит более громоздко, поэтому я использовал цикл while и расписал всё подробнее.

Так же, я добавил дополнительные вложенные блоки кода { }, чтоб отделить области видимости переменных. Таким образом я могу объявить 2 разные переменные sum в одной подпрограмме

Весь код

#include <iostream>

#include <io.h>

#include <fcntl.h>

const double e = 0.000001;

/// <summary>

/// Вычисляет элемент ряда в номер n (считая с 0)

/// </summary>

double item\_at(int n)

{

return

((n % 2) ? -1 : 1) \*

((double)n + 1) /

pow(2, n - 1);

}

int main()

{

\_setmode(\_fileno(stdout), \_O\_U16TEXT);

\_setmode(\_fileno(stdin ), \_O\_U16TEXT);

\_setmode(\_fileno(stderr), \_O\_U16TEXT);

{

auto sum = 0.0;

for (auto i = 0; i < 10; ++i)

sum += item\_at(i);

wprintf(L"Сумма первых 10 элементов равна %lf\n", sum);

}

{

auto sum = 0.0;

double last\_item;

auto i = 0;

while (abs(last\_item = item\_at(i++)) > e)

sum += last\_item;

wprintf(L"Сумма первых %d элементов, каждый из которых >%e, равна %lf\n", i, e, sum);

}

}

ЛР 7: Операторы цикла

Задание

![](data:image/gif;base64,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)

Комментарии к коду

Для возможности легко менять основные параметры графика я добавил следующие макро для границ значений иксов:

#define XMin 0.0

#define XMax 18.0

И, для этого же, записал данную математическую функцию в виде программной:

double f(double x)

{

auto pos = fmod(x, 4);

return pos < 2 ?

2 - pos :

2 - sqrt(4 \* pos - pos \* pos);

}

График я разделил на линии, каждая из которых имеет высоту = 1 строчке консоли. Рисование 1 линии я сделал в виде функции draw\_line.

При этом весь график маштабирован так, чтоб умещаться в строки визуального буфера консоли.

Ну и пару слов о graph\_x\_scale : У меня символы консоли имеют размер 8x16 пикселей, поэтому график надо ещё разстянуть в 2 раза, чтоб он выглядел ровно.

Я знаю что размер пикселей можно получить программно, но я не хотел добавлять такой сложный код в лабораторную. Из за кода для графиков программа и так раздулась, а потом её вёрд режет между страницами…

Весь код

#include <iostream>

#include <io.h>

#include <fcntl.h>

// Для получения размера окна консоли

#include <windows.h>

#define CONSOLE\_HANDLE GetStdHandle(STD\_OUTPUT\_HANDLE)

using namespace std;

#define XMin 0.0

#define XMax 18.0

double f(double x)

{

auto pos = fmod(x, 4);

return pos < 2 ?

2 - pos :

2 - sqrt(4 \* pos - pos \* pos);

}

BOOL draw\_line(double x1, double y1, double x2, double y2)

{

auto point\_c = (int)ceil( max(abs(x1-x2), abs(y1-y2)) + 1);

for (auto i = 0; i < point\_c; ++i)

{

if (!SetConsoleCursorPosition(CONSOLE\_HANDLE, COORD{

(SHORT)round(x1 + (x2 - x1) \* (i / ((double)point\_c - 1))),

(SHORT)round(y1 + (y2 - y1) \* (i / ((double)point\_c - 1)))

})) return false;

wcout.put(L'\*');

}

return true;

}

int GetConsoleWindowHeigth()

{

CONSOLE\_SCREEN\_BUFFER\_INFO info;

if (!GetConsoleScreenBufferInfo(CONSOLE\_HANDLE, &info))

return -1;

return info.srWindow.Bottom - info.srWindow.Top + 1;

}

int main()

{

if (\_setmode(\_fileno(stdout), \_O\_U16TEXT) == -1) return -1;

if (\_setmode(\_fileno(stdin ), \_O\_U16TEXT) == -1) return -1;

if (\_setmode(\_fileno(stderr), \_O\_U16TEXT) == -1) return -1;

auto lines\_c = GetConsoleWindowHeigth();

if (lines\_c == -1) return -1;

#if \_DEBUG

lines\_c -= 4; // В конце выводит "press Enter to exit" и т.п.

#else \_DEBUG

lines\_c -= 1;

#endif \_DEBUG

const auto graph\_offset = 25;

auto graph\_scale = ((double)lines\_c - 1) / (XMax - XMin);

const auto graph\_x\_scale = 2.0;

double prev\_x{}, prev\_y{};

for (auto i = 0; i < lines\_c; ++i)

{

double graph\_x = XMin + (XMax - XMin) \* i / (lines\_c - (double)1);

double graph\_y = f(graph\_x);

if (!SetConsoleCursorPosition(CONSOLE\_HANDLE, COORD{ 0, (SHORT)i })) return -1;

wprintf(L"x = %5.2lf; y = %4.2lf |", graph\_x, graph\_y);

double x = graph\_y \* graph\_scale \* graph\_x\_scale + graph\_offset;

double y = graph\_x \* graph\_scale;

if (i != 0)

if (!draw\_line(prev\_x, prev\_y, x, y)) return -1;

prev\_x = x;

prev\_y = y;

}

}

ЛР 8: Работа с массивами

Задание

|  |  |  |  |
| --- | --- | --- | --- |
| **№ варианта** | **Размерность массива** | **Диапазон значений** | **Что нужно сделать** |
| **9** | 200 | 0 - 100 | Найти непрерывный участок из 10 элементов, сумма которых максимальна |

Комментарии к коду

Функцию rand() я обернул в Random, для получения случайного числа в диапазоне.

Самое простое решение – складывать по 10 элементов, начиная с каждого из первых 191 элементов. Но это куча лишних сложений.

Лучше сначала найти сумму первый 10 элементов, а затем, для перемещения к следующей сумме – отнимать значение первого элемента суммы и добавлять следующий после участка суммы элемент.

Весь код

#include <iostream>

#include <io.h>

#include <fcntl.h>

using namespace std;

const int arr\_len = 200;

const int chain\_len = 10;

inline int Random(int x, int y)

{

return rand() % (y - x + 1) + x;

}

int main()

{

if (\_setmode(\_fileno(stdout), \_O\_U16TEXT) == -1) return -1;

if (\_setmode(\_fileno(stdin ), \_O\_U16TEXT) == -1) return -1;

if (\_setmode(\_fileno(stderr), \_O\_U16TEXT) == -1) return -1;

int arr[arr\_len];

for (auto i = 0; i < arr\_len; ++i)

arr[i] = Random(0, 100); // Можно и rand() % 101, но так код более читабельный //ToDo в отчёт

for (auto i = 0; i < arr\_len; ++i)

wcout << arr[i] << ' ';

wcout << endl;

int sum = 0;

for (auto i = 0; i < chain\_len; ++i)

sum += arr[i];

int max\_sum = sum;

int max\_sum\_ind = chain\_len - 1;

for (auto i = chain\_len; i < arr\_len; ++i)

{

sum -= arr[i - chain\_len];

sum += arr[i];

if (sum > max\_sum)

{

max\_sum = sum;

max\_sum\_ind = i;

}

}

wcout << L"Участок с максимальной суммой:" << endl;

for (auto i = max\_sum\_ind - (chain\_len-1); i < max\_sum\_ind; ++i)

wcout << arr[i] << ' ';

wcout << endl;

wcout << L"Имеет сумму: " << max\_sum << endl;

}

ЛР 9: Работа с матрицами

Задание

|  |  |  |
| --- | --- | --- |
| **№ варианта** | **Содержание задания** | **Иллюстрация** |
| **9** | Заполнить матрицу ЛП, от левого нижнего угла по диагонали: влево - вверх. |  |

Комментарии к коду

Для простоты алгоритма я разделил процесс заполнения матрицы на 2 части: под- и над главной диагональю.

Остальное предельно просто, i1 перечисляет диагонали, а i2 перечисляет элементы в текущей диагонали.

Весь код

#include <iostream>

#include <iomanip>

#include <io.h>

#include <fcntl.h>

using namespace std;

const int matr\_w = 9;

int main()

{

if (\_setmode(\_fileno(stdout), \_O\_U16TEXT) == -1) return -1;

if (\_setmode(\_fileno(stdin ), \_O\_U16TEXT) == -1) return -1;

if (\_setmode(\_fileno(stderr), \_O\_U16TEXT) == -1) return -1;

int mtr[matr\_w][matr\_w];

int c = 1;

// Заполнение части под главной диагональю (включительно)

for (auto i1 = 0; i1 < matr\_w; ++i1)

for (auto i2 = 0; i2 <= i1; ++i2)

mtr[matr\_w - 1 - i2][i1 - i2] = c++;

// Заполнение части над главной диагональю (НЕ\_включительно)

for (auto i1 = 1; i1 < matr\_w; ++i1)

for (auto i2 = 0; i2 < matr\_w-i1; ++i2)

mtr[matr\_w-1-i1 - i2][matr\_w-1 - i2] = c++;

for (auto row = 0; row < matr\_w; ++row)

{

for (auto col = 0; col < matr\_w; ++col)

wcout << setw(3) << mtr[row][col];

wcout << endl;

}

}

РГЗ: Методы сортировки

Задание

Вариант 9: Radix sort и Tree sort.

Комментарии к коду

Ради избежания дублей кода я объявил структуру test\_info, содержащую 1 поле (адрес функции сортировки) и метод, выполняющий эту функцию + замеряющий, сколько времени понадобилось на её выполнение.

И, для того же, я добавил функцию CombineTestsArr, принимающую список адресов функций и создающую статический массив структур test\_info.

Всё что касается самих алгоритмов сортировок я положил в отдельное пространство имён SortAlgorithms, чтоб не мешать их с остальным кодом.

И, так же, вспомогательные типы и функции для каждой сортировки я положил в соответственное пространство имён внутри SortAlgorithms.

При этом у TreeSort 2 пронстранства имён вспомогательных типов (Tree и Tree2). Первое пространство имён содержит прямую прямо способ реализации TreeSort, с выделением памяти по мере создания новых элементов. Это оказалось черезвычаяно медленно, поэтому я сделал второй вариант, где память выделяется 1 раз, в виде динамического массива, сразу под все узлы дерева.

Сравнение сортировок

В данной реализации TreeSort значительно хуже RadixSort.

Особенно отрыв наблюдается на отсортированных (в любую сторону) данных, потому что заполняются только или все левые ветки, или все правые.

В итоге получается односвязные список и O(n^2) проверок, что отчётливо видно на замерах времени.

Самая простая идея – сохранять значение и адрес минимального и максимального узла. Это поможет в худших случаях, но алгоритм всё равно не будет быстрее RadixSort, имеющего сложность O(n).

Преимущество у TreeSort появляется только при более маленьких n, потому что он более простой, чем RadixSort.

Поэтому же я не беру во внимание вариант использования само-балансирующегося дерева. Оно может только усложнить алгоритм, сделав его медленнее для маленьких n, при этом всё равно не дав преимущество на больших n, потому что алгоритм сортировки, использующий сравнения, не может быть лучше O(n).

В то же время, хоть алгоритм RadixSort и более сложный, его легко распараллелить. То есть, если есть GPU с количеством ядер >=n, сложность алгоритма можно сделать, по сути, O(1). Конечно, время всё равно будет зависит от n, хотя бы из за увеличения расхода памяти (и соответственно времени на её выделение).

Весь код

#include <iostream>

#include <io.h>

#include <fcntl.h>

#include <type\_traits>

#include <array>

#include <chrono>

#include <windows.h>

#include "local\_utils.h"

using namespace std;

using namespace std::chrono;

#define TEST\_COUNT 10000

namespace ConsoleCursor {

HANDLE hnd = GetStdHandle(STD\_OUTPUT\_HANDLE);

COORD GetCoord() {

CONSOLE\_SCREEN\_BUFFER\_INFO cbsi;

if (GetConsoleScreenBufferInfo(hnd, &cbsi))

return cbsi.dwCursorPosition;

COORD invalid{};

return invalid;

}

void Teleport(int X, int Y) {

SetConsoleCursorPosition(hnd, COORD{ (SHORT)X, (SHORT)Y });

}

void TeleportOn(int dX, int dY) {

auto pos = GetCoord();

Teleport(pos.X + dX, pos.Y + dY);

}

struct {

int& operator = (int& new\_x) {

Teleport(new\_x, GetCoord().Y);

return new\_x;

}

operator int() { return GetCoord().X; }

} X;

struct {

int& operator = (int& new\_y) {

Teleport(GetCoord().X, new\_y);

return new\_y;

}

operator int() { return GetCoord().Y; }

} Y;

}

template <class CALLABLE>

struct test\_info {

CALLABLE proc;

test\_info(CALLABLE proc) {

this->proc = proc;

}

template <class TData>

auto Execute(TData a[], int len) {

nanoseconds res{};

auto data = new TData[len];

for (auto test = 0; test < TEST\_COUNT; ++test)

{

for (auto i = 0; i < len; ++i) data[i] = a[i];

auto start = high\_resolution\_clock::now();

proc(data, len);

auto stop = high\_resolution\_clock::now();

res += stop - start;

}

delete[] data;

return duration\_cast<milliseconds>( res ).count();

}

};

template <class ... CALLABLE>

auto CombineTestsArr(CALLABLE ... args) {

using common\_t = common\_type\_t<CALLABLE...>;

return array<test\_info<common\_t>, sizeof...(CALLABLE)> { test\_info<common\_t>(args)... };

}

namespace SortAlgorithms

{

namespace Radix {

template <class TData>

void CountSort(TData data[], size\_t len, TData temp[], int base, int exp) {

auto count = new int[base] {};

for (size\_t i = 0; i < len; ++i)

// Вообще это не будет работать для отрицательных значений...

// Для CountSort нужна функция ключа, возвращающая только не\_отрицательные значения

// Но в данном случае значения генерируются с помощью "rand() % ...", поэтому они всегда не\_отрицательные

++count[data[i] / exp % base];

for (int i = 1; i < base; ++i)

count[i] += count[i - 1];

// Перечисление в обратном порядке, чтоб не менять местами элементы с одинаковой цифрой в данном порядке

for (int i = len - 1; i >= 0; --i)

temp[--count[data[i] / exp % base]] = data[i];

for (size\_t i = 0; i < len; ++i) data[i] = temp[i];

}

}

template <class TData>

void RadixSort(TData data[], size\_t len) {

size\_t base = len;

decltype(base) m = data[0];

for (size\_t i = 1; i < len; ++i)

m = max(m, static\_cast<decltype(base)>(data[i]) );

auto temp = new TData[len];

for (decltype(base) exp = 1; exp <= m; exp \*= base)

Radix::CountSort(data, len, temp, base, exp);

delete[] temp;

}

namespace Tree {

template <class TData>

class Node {

private:

TData data;

Node\* l = NULL;

Node\* r = NULL;

public:

Node(TData data) : data(data) {};

void Add(TData new\_data) {

Node\*& branch = new\_data < data ? l : r;

if (branch)

branch->Add(new\_data);

else

branch = new Node(new\_data);

}

static Node\* MakeTree(TData a[], size\_t len) {

auto res = new Node(a[0]);

for (size\_t i = 1; i < len; ++i) res->Add(a[i]);

return res;

}

void StoreTo(TData\*& a) {

if (l) l->StoreTo(a);

\*(a++) = data;

if (r) r->StoreTo(a);

}

~Node() {

if (l) delete l;

if (r) delete r;

}

};

}

namespace Tree2 {

template <class TData>

class Node {

private:

TData data;

Node\* l = NULL;

Node\* r = NULL;

Node() : data() {};

public:

Node(TData data) : data(data) {};

void Add(TData new\_data, Node\*& last\_node) {

auto \_this = this;

Node\*\* el = &\_this;

while (\*el) el = new\_data < (\*\*el).data ? &(\*\*el).l : &(\*\*el).r;

\*(\*el = ++last\_node) = Node(new\_data);

}

static Node\* MakeTree(TData a[], size\_t len) {

auto res = new Node[len];

res[0] = Node(a[0]);

auto last\_node = res;

for (size\_t i = 1; i < len; ++i)

res->Add(a[i], last\_node);

return res;

}

void StoreTo(TData\*& a) {

if (l) l->StoreTo(a);

\*(a++) = data;

if (r) r->StoreTo(a);

}

};

}

template <class TData>

void TreeSort(TData data[], size\_t len) {

auto tree = Tree2::Node<TData>::MakeTree(data, len);

tree->StoreTo(data);

// Следущее понадобится только если data

// будет использоваться в этой функции ниже

// Или, лучше, посылать в StoreTo отдельную переменную temp

// data -= len;

// [] только для Tree2

delete[] tree;

}

template <class TData>

auto AllTestsArr = CombineTestsArr(

&RadixSort <TData>,

&TreeSort <TData>

);

}

#define test\_min\_size 20

#define test\_step\_size 20

#define test\_max\_size 300

template <class TData>

void TestIteration(TData a[], size\_t len) {

auto &tests = SortAlgorithms::AllTestsArr<TData>;

int x = ConsoleCursor::X;

int y = ConsoleCursor::Y;

wcout << len;

int max\_w = ConsoleCursor::X - x;

for (size\_t i = 0; i < tests.size(); ++i)

{

ConsoleCursor::Teleport(x, y + i + 1);

auto data = new TData[len];

for (size\_t i2 = 0; i2 < len; ++i2) data[i2] = a[i2];

wcout << tests[i].Execute(data, len);

max\_w = max(max\_w, ConsoleCursor::X - x);

}

ConsoleCursor::Teleport(x + max\_w + 1, y);

}

template <class TData>

void AllTestIterations(TData a[]) {

int x = ConsoleCursor::X;

int y = ConsoleCursor::Y;

for (size\_t len = test\_min\_size; len <= test\_max\_size; len += test\_step\_size)

TestIteration<TData>(a, len);

ConsoleCursor::Teleport(x, y + SortAlgorithms::AllTestsArr<TData>.size());

}

template <class TData>

void Println(TData a[], size\_t len) {

for (size\_t i = 0; i < len; ++i)

wcout << a[i] << L' ';

wcout << endl;

}

int main() {

if (\_setmode(\_fileno(stdout), \_O\_U16TEXT) == -1) return -1;

if (\_setmode(\_fileno(stdin ), \_O\_U16TEXT) == -1) return -1;

if (\_setmode(\_fileno(stderr), \_O\_U16TEXT) == -1) return -1;

auto data = new int[test\_max\_size];

for (auto i = 0; i < test\_max\_size; ++i)

data[i] = rand() % 500;

wcout << L"Не отсортированный массив:" << endl;

AllTestIterations(data);

wcout << endl << endl;

auto sorted = new int[test\_max\_size];

for (auto i = 0; i < test\_max\_size; ++i) sorted[i] = data[i];

SortAlgorithms::RadixSort(sorted, test\_max\_size);

wcout << L"Отсортированный массив:" << endl;

AllTestIterations(sorted);

wcout << endl << endl;

auto reversed = new int[test\_max\_size];

for (auto i = 0; i < test\_max\_size; ++i) reversed[i] = sorted[test\_max\_size - i - 1];

wcout << L"Отсортированный в обратном порядке массив:" << endl;

AllTestIterations(reversed);

wcout << endl << endl;

{

size\_t const integrity\_test\_size = 20;

wcout << L"Тестирование адекватности сортировок:" << endl;

Println(data, integrity\_test\_size);

auto temp = new int[integrity\_test\_size];

for (auto t : SortAlgorithms::AllTestsArr<int>)

{

for (size\_t i = 0; i < integrity\_test\_size; ++i) temp[i] = data[i];

t.proc(temp, integrity\_test\_size);

Println(temp, integrity\_test\_size);

}

delete[] temp;

}

delete[] data;

delete[] sorted;

delete[] reversed;

}